# 03\_unique\_ptr

## 前言

unique\_ptr采用的是独享所有权语义，对其持有的堆内存具有唯一拥有权。转移一个unique\_ptr将会把所有权全部从源指针转移给目标指针，源指针被置空；所以unique\_ptr不支持普通的拷贝和赋值操作，不能用在STL标准容器中；局部变量的返回值除外（因为编译器知道要返回的对象将要被销毁）；如果你拷贝一个unique\_ptr，那么拷贝结束后，这两个unique\_ptr都会指向相同的资源，造成在结束时对同一内存指针多次释放而导致程序崩溃。

## unique\_ptr的使用

### 初始化

1. 使用new关键字初始化

std::unique\_ptr<int> up1(new int(123));

1. reset函数初始化

std::unique\_ptr<int> up2;

up2.reset(new int(123));

1. make\_unique初始化

std::unique\_ptr<int> up3 = std::make\_unique<int>(123);

unique\_ptr是一个独占型的智能指针，它不允许其他的智能指针共享其内部的指针，不允许通过赋值将一个unique\_ptr赋值给另一个unique\_ptr。

unique\_ptr<int> up1 = make\_unique<int>(10);

unique\_ptr<int> up2 = up1; // 报错，独占指针不能赋值给另一个独占指针，共享指针也不行

shared\_ptr<int> sp1 = up1; // 报错

### unique\_ptr对象转移

使用移动构造可以把unique\_ptr对象转移给另一个对象。

int main()

{

std::unique\_ptr<int> up1(std::make\_unique<int>(123));

std::unique\_ptr<int> up2(std::move(up1)); //通过移动实现了复制操作

std::cout << ((up1.get() == nullptr) ? "up1 is NULL" : "up1 is not NULL") << std::endl;

std::unique\_ptr<int> up3;

up3 = std::move(up2); //通过移动实现了复制操作

std::cout << ((up2.get() == nullptr) ? "up2 is NULL" : "up2 is not NULL") << std::endl;

return 0;

}

运行结果：

up1 is NULL

up2 is NULL

以上代码利用std::move将up1持有的堆内存（值为123）转移给up2，再把up2转移给up3。最后，up1和up2不再持有堆内存的引用，变成一个空的智能指针对象。并不是所有的对象的std::move操作都有意义，只有实现了移动构造函数或移动赋值运算符的类才行，而std::unique\_ptr正好实现了这二者。

## unique\_ptr常用函数

构造函数：用于创建unique\_ptr实例。

reset()：释放当前管理的对象，并将unique\_ptr置为空。

release()：返回裸指针并放弃所有权，unique\_ptr变为空。

get()：返回裸指针，但不放弃所有权。

operator->() 和 operator\*()：重载了箭头运算符和解引用运算符，用于访问指向的对象。

## 总结

以上就是今天要讲的内容，后续会有更多内容。
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